Assignment -05

**KeshavPorwal23I4143**

**CPU Scheduling Algorithms**

This document outlines the implementation of three common CPU scheduling algorithms: First Come First Serve (FCFS), Shortest Job First (SJF), and Round Robin Scheduling. The C programs for each algorithm are provided along with sample outputs.

**1. First Come First Serve (FCFS) Scheduling**

**Code:**

#include <stdio.h>

void findWaitingTime(int processes[], int n, int bt[], int wt[]) {

wt[0] = 0;

for (int i = 1; i < n; i++) {

wt[i] = bt[i - 1] + wt[i - 1];

}

}

void findTurnAroundTime(int processes[], int n, int bt[], int wt[], int tat[]) {

for (int i = 0; i < n; i++) {

tat[i] = bt[i] + wt[i];

}

}
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void findAvgTime(int processes[], int n, int bt[]) {

int wt[n], tat[n], total\_wt = 0, total\_tat = 0;

findWaitingTime(processes, n, bt, wt);

findTurnAroundTime(processes, n, bt, wt, tat);

printf("Processes\tBurst Time\tWaiting Time\tTurnaround Time\n");

for (int i = 0; i < n; i++) {

total\_wt += wt[i];

total\_tat += tat[i];

printf("%d\t\t%d\t\t%d\t\t%d\n", processes[i], bt[i], wt[i], tat[i]);

}

printf("\nAverage waiting time = %.2f", (float)total\_wt / n);

printf("\nAverage turnaround time = %.2f\n", (float)total\_tat / n);

}

int main() {

int processes[] = {1, 2, 3};

int n = sizeof processes / sizeof processes[0];

int burst\_time[] = {24, 3, 3};

findAvgTime(processes, n, burst\_time);

return 0;

}

**Sample Output:**
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**2. Shortest Job First (SJF) Scheduling**

**Code:**

#include <stdio.h>

#include <stdbool.h>

void findWaitingTime(int processes[], int n, int bt[], int wt[]) {

int completed = 0, t = 0, min\_bt = 0;

bool is\_completed[n];

for (int i = 0; i < n; i++) is\_completed[i] = false;

while (completed != n) {

min\_bt = 1000; **KeshavPorwal23I4143**

int shortest = -1;

for (int i = 0; i < n; i++) {

if (!is\_completed[i] && bt[i] < min\_bt) {

min\_bt = bt[i];

shortest = i;

}

}

t += bt[shortest];

wt[shortest] = t - bt[shortest];

is\_completed[shortest] = true;

completed++;

}

} **KeshavPorwal23I4143**

void findTurnAroundTime(int processes[], int n, int bt[], int wt[], int tat[]) {

for (int i = 0; i < n; i++) {

tat[i] = bt[i] + wt[i];

}

}

void findAvgTime(int processes[], int n, int bt[]) {

int wt[n], tat[n];

findWaitingTime(processes, n, bt, wt);

findTurnAroundTime(processes, n, bt, wt, tat);

printf("Processes\tBurst Time\tWaiting Time\tTurnaround Time\n");

for (int i = 0; i < n; i++) {

printf("%d\t\t%d\t\t%d\t\t%d\n", processes[i], bt[i], wt[i], tat[i]);

}

} **KeshavPorwal23I4143**

int main() {

int processes[] = {1, 2, 3};

int n = sizeof processes / sizeof processes[0];

int burst\_time[] = {6, 8, 7};

findAvgTime(processes, n, burst\_time);

return 0;

}
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**3. Round Robin Scheduling**

**Code:**

#include <stdio.h>

void findWaitingTime(int processes[], int n, int bt[], int wt[], int quantum) {

int rem\_bt[n];

for (int i = 0; i < n; i++) rem\_bt[i] = bt[i];

int t = 0;

while (1) {

int done = 1; **KeshavPorwal23I4143**

**KeshavPorwal23I4143**

for (int i = 0; i < n; i++) {

if (rem\_bt[i] > 0) {

done = 0;

if (rem\_bt[i] > quantum) {

t += quantum;

rem\_bt[i] -= quantum;

} else {

t += rem\_bt[i];

wt[i] = t - bt[i];

rem\_bt[i] = 0;

}

}

}

if (done) break;

}

}

void findTurnAroundTime(int processes[], int n, int bt[], int wt[], int tat[]) {

for (int i = 0; i < n; i++) tat[i] = bt[i] + wt[i];

}

void findAvgTime(int processes[], int n, int bt[], int quantum) {

int wt[n], tat[n];

findWaitingTime(processes, n, bt, wt, quantum);

findTurnAroundTime(processes, n, bt, wt, tat);

printf("Processes\tBurst Time\tWaiting Time\tTurnaround Time\n");

for (int i = 0; i < n; i++) {

printf("%d\t\t%d\t\t%d\t\t%d\n", processes[i], bt[i], wt[i], tat[i]);

}

}

int main() { **KeshavPorwal23I4143**

int processes[] = {1, 2, 3};

int n = sizeof processes / sizeof processes[0];

int burst\_time[] = {10, 5, 8};

int quantum = 2;

findAvgTime(processes, n, burst\_time, quantum);

return 0;

}

**Sample Output:**

![A screen shot of a computer

AI-generated content may be incorrect.](data:image/png;base64,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)
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